**LINEAR ALGEBRA**

Experiment No. # 7

**MATRICES**

|  |
| --- |
|  |

Score

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **CRITERIA** | **Exceeds Expectations** | **Meets Expectations** | **Needs Improvement** | **Unsatisfactory** |
| Functionality  (60 points) |  |  |  |  |
| Completeness  (20 points) |  |  |  |  |
| Structure  (20 points) |  |  |  |  |
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**Objective**

1. Be familiar with matrices and their relation to linear equations.
2. Perform basic matrix operations.
3. Program and translate matrix equations and operations using Python.

**Algorithm**

1. Type the main title of this activity as "Matrices”
2. On your GitHub, create a repository name Linear Algebra 58013
3. On your Colab, name your activity as Python Exercise 7.ipynb and save a copy to your GitHub repository

**Discussion**

*Matrices*

The notation and use of matrices is probably one of the fundamentals of modern computing. Matrices are also handy representations of complex equations or multiple inter-related equations from 2-dimensional equations to even hundreds and thousands of them.

*Declaring Matrices*

Just like our previous laboratory activity, we'll represent system of linear equations as a matrix. The entities or numbers in matrices are called the elements of a matrix. These elements are arranged and ordered in rows and columns which form the list/array-like structure of matrices. And just like arrays, these elements are indexed according to their position with respect to their rows and columns. This can be represented just like the equation below. Whereas A is a matrix consisting of elements denoted by ai, j. Denoted by i is the number of rows in the matrix while j stands for the number of columns.

Do note that the size of a matrix is i x j.
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**Coding Activity 7**

We already gone over some of the types of matrices as vectors but we'll further discuss them in this laboratory activity. Since you already know how to describe vectors using shape, dimensions and size attributes, we'll use them to analyze these matrices.

|  |
| --- |
| ## Since we'll keep on describing matrices. Let's make a function.  def describe\_mat(matrix):  print(f'Matrix:\n{matrix}\n\nShape:\t{matrix.shape}\nRank:\t{matrix.ndim}\n') |

|  |
| --- |
| ## Declaring a 2 x 2 matrix  A = np.array([  [1, 2],  [3, 1]  ])  describe\_mat(A) |

|  |
| --- |
| G = np.array([  [1,1],  [2,2]  ])  describe\_mat(G) |

|  |
| --- |
| ## Declaring a 3 x 2 matrix  B = np.array([  [8, 2],  [5, 4],  [1, 1]  ])  describe\_mat(B) |

|  |
| --- |
| H = np.array([1,2,3,4,5])  describe\_mat(H) |